**![](data:image/jpeg;base64,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)**

**Lab no: 1 Date: 2081/12/20**

**Title: Write a program to demonstrate the Greatest Common Divisor (GCD) using the Iterative Approach and Recursive Approach.**

**GCD:**

The **Greatest Common Divisor (GCD)** of two numbers is the largest positive integer that divides both numbers without leaving a remainder. It can be found using:

1. **Iterative Approach** (Loop-based)
2. **Recursive Approach** (Function calls itself)

**Algorithm for GCD**

**Iterative Approach using Euclidean Algorithm**

1. Start with two numbers **a** and **b**.
2. Repeat until **b** becomes **0**:
   * Store the value of **b** in a temporary variable.
   * Set **b = a mod b** (remainder of division).
   * Set **a = temp**.
3. When **b = 0**, the remaining value of **a** is the **GCD**.
4. Return **a** as the final GCD.

**Pseudo Code:**

Function GCD\_

Return a Iterative(a, b):

While b ≠ 0:

temp = b

b = a mod b

a = temp

**Recursive Approach**

1. If **b == 0**, return **a** as the GCD.
2. Else, recursively call GCD\_Recursive(b, a mod b).
3. When base case **b == 0** is reached, return the last non-zero value of **a**.

**Pseudo Code:**

Function GCD\_Iterative(a, b):

While b ≠ 0:

temp = b

b = a mod b

a = temp

Return a

**Compiler: Dev C++**

**Language: C**
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**Lab no: 2 Date: 2081/12/20**

**Title: Write a program to demonstrate Fibonacci Series using the Iterative Approach**

**Fibonacci Series:**

The **Fibonacci Series** is a sequence where each number is the sum of the two preceding ones, starting from **0 and 1**.

**Formula:**

F0=0 and F1=1:

**Fn = Fn-1+Fn-2  n>1**

**Example of Fibonacci Sequence:**

0,1,1,2,3,5,8,13,21,34,55…

## **Algorithm for Fibonacci Series (Iterative Approach)**

1. Start with **n**, the number of terms.
2. Initialize two variables:
   * first = 0 (first Fibonacci number)
   * second = 1 (second Fibonacci number)
3. Print first and second as the first two terms.
4. Use a loop to generate the next terms:
   * Compute next = first + second
   * Update first = second
   * Update second = next
   * Repeat for (n-2) terms.
5. Print the generated Fibonacci series.

**Pseudo-code**

Function Fibonacci\_Iterative(n):

first = 0

second = 1

Print first, second

For i = 2 to n-1:

next = first + second

Print next

first = second

second = next

**Compiler: Dev C++**

**Language: C**
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**Lab no: 3 Date: 2081/12/20**

**Title: Write a program to demonstrate Linear Search.**

**Linear Search:**

**Linear Search** is a simple searching algorithm used to find the position of a target element in an **unsorted list or array**. It checks each element one by one until the desired element is found or the end of the list is reached.

### ****Characteristics of Linear Search:****

* Works on both sorted and unsorted data.
* Time Complexity: **O(n)** (worst case, when the element is at the end or not present).
* Space Complexity: **O(1)** (no extra memory required).
* Best suited for **small datasets**.

## **Algorithm for Linear Search**

### ****Steps:****

1. Start from the first element of the array.
2. Compare each element with the target value.
3. If a match is found, return the index of that element.
4. If no match is found, return -1 (element not present).

## **Pseudo-code for Linear Search**

Function LinearSearch(arr, n, key):

For i = 0 to n-1:

If arr[i] == key:

Return i // Element found at index i

Return -1 // Element not found

**Compiler: Dev C++**

**Language: C**
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**Lab no: 4 Date: 2081/12/20**

**Title: Write a program to demonstrate Binary Search using the Iterative Approach and Recursive Approach**

**Binary Search:**

**Binary Search** is an efficient searching algorithm used to find the position of a target element in a **sorted array**. It follows a **divide and conquer** approach by repeatedly dividing the search space in half until the element is found or the search space is exhausted.

### ****Characteristics of Binary Search:****

* **Works only on sorted data** (ascending or descending).
* Time Complexity:
  1. **O(log n)** in both **worst** and **average** cases.
  2. **O(1)** in the **best case** (when the middle element is the target).
* Space Complexity: **O(1) for Iterative**, **O(log n) for Recursive**.

## **Algorithm for Binary Search**

### ****Iterative Approach:****

1. Set low = 0 and high = n-1.
2. Repeat while low <= high:
   * Find mid = (low + high) / 2.
   * If arr[mid] == key, return mid (element found).
   * If arr[mid] > key, search in the **left half** (high = mid - 1).
   * If arr[mid] < key, search in the **right half** (low = mid + 1).
3. If low > high, return -1 (element not found).

## **Pseudo-code**

Function BinarySearch\_Iterative(arr, n, key):

low = 0

high = n - 1

While low <= high:

mid = (low + high) / 2

If arr[mid] == key:

Return mid // Element found

Else If arr[mid] > key:

high = mid - 1 // Search in the left half

Else:

low = mid + 1 // Search in the right half

Return -1 // Element not found

## **Recursive Approach**

1. If low > high, return -1 (element not found).
2. Compute mid = (low + high) / 2.
3. If arr[mid] == key, return mid.
4. If arr[mid] > key, search in the **left half** by calling the function recursively.
5. If arr[mid] < key, search in the **right half** by calling the function recursively.

**Pseudo-code**

Function BinarySearch\_Recursive(arr, low, high, key):

If low > high:

Return -1 // Element not found

mid = (low + high) / 2

If arr[mid] == key:

Return mid // Element found

Else If arr[mid] > key:

Return BinarySearch\_Recursive(arr, low, mid-1, key) // Search left half

Else:

Return BinarySearch\_Recursive(arr, mid+1, high, key) // Search right half

**Compiler: Dev C++**

**Language: C**
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**Lab no: 5 Date: 2081/12/20**

**Title: Write a program to implement Selection Sort.**

**Selection Sort:**

**Selection Sort** is a simple comparison-based sorting algorithm. It works by repeatedly selecting the **smallest (or largest)** element from the **unsorted** part of the array and swapping it with the first element of the unsorted portion.

### ****Characteristics of Selection Sort:****

* Works for both **small and large datasets**, but **not efficient for large inputs**.
* **Time Complexity:**
  + **O(n²)** in all cases (worst, average, and best).
* **Space Complexity:** **O(1)** (in-place sorting, no extra memory used).
* **Stable?** ❌ No (original order may not be preserved in case of duplicates).
* **Used when** the number of swaps should be minimized.

**Algorithm**

1. Start from index i = 0 and assume the **minimum element** is at i.
2. Traverse the rest of the array (i+1 to n-1) to find the smallest element.
3. Swap the smallest element with arr[i].
4. Repeat the process for i = 1 to n-2.
5. The array becomes **sorted** after n-1 iterations.

**Pseudo-code**

Function SelectionSort(arr, n):

For i = 0 to n-2:

minIndex = i

For j = i+1 to n-1:

If arr[j] < arr[minIndex]:

minIndex = j // Update minIndex

Swap arr[i] and arr[minIndex] *// Place the smallest element in correct position*

**Compiler: Dev C++**

**Language: C**
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**Lab no: 6 Date: 2081/12/20**

**Title: Write a program to implement Insertion Sort.**

**Insertion Sort:**

Insertion sort is a simple sorting algorithm that builds the final sorted list one element at a time. It works by iteratively taking an element from the unsorted part of the list and inserting it into its correct position within the sorted part of the list.

## **Algorithm for Insertion Sort**

1. Assume the **first element** is already sorted.
2. Pick the next element and compare it with the elements in the sorted portion.
3. Shift elements to the right until the correct position is found.
4. Insert the selected element into its correct position.
5. Repeat for all elements until the array is sorted.

**Pseudo-code for Insertion Sort**

Function InsertionSort(arr, n):

For i = 1 to n-1:

key = arr[i] *// Element to be inserted*

j = i - 1

While j >= 0 and arr[j] > key:

arr[j+1] = arr[j] *// Shift elements right*

j = j - 1

arr[j+1] = key *// Insert key at correct position*

**Compiler: Dev C++**

**Language: C**
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**Lab no: 7 Date: 2081/12/20**

**Title: Write a program to implement Min-Max Sort.**

**Min-Max Sort:**

**Min-Max Sort** is a **variant of Selection Sort** where in each pass, the **minimum** and **maximum** elements are selected **simultaneously** and placed at their correct positions. This reduces the number of passes compared to traditional Selection Sort.

**Characteristics of Min-Max Sort:**

* **Time Complexity:** **O(n²)** (same as Selection Sort).
* **Space Complexity:** **O(1)** (in-place sorting, no extra memory used).
* **Stable?** ❌ No (swaps may disrupt the order of duplicate elements).
* **Improvement over Selection Sort** as it places both minimum and maximum in one pass, reducing the number of iterations by half.

**Algorithm**

1. Start with two pointers: left (beginning of the array) and right (end of the array).
2. Find the **minimum** and **maximum** elements in the unsorted portion of the array.
3. Swap the **minimum** element with the first unsorted element (left).
4. Swap the **maximum** element with the last unsorted element (right).
5. Move left forward and right backward.
6. Repeat until all elements are sorted

**Pseudo-code**

Function MinMaxSort(arr, n):

left = 0

right = n - 1

While left < right:

minIndex = left

maxIndex = left

For i = left to right: *// Find min and max in unsorted part*

If arr[i] < arr[minIndex]:

minIndex = i

If arr[i] > arr[maxIndex]:

maxIndex = I *// Swap min with leftmost unsorted element*

Swap arr[left] and arr[minIndex]

*// If max element was swapped, update its position*

If maxIndex == left:

maxIndex = minIndex

*// Swap max with rightmost unsorted element*

Swap arr[right] and arr[maxIndex]

// Move towards center

left = left + 1

right = right – 1

**Compiler: Dev C++**

**Language: C**
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**Lab no: 8 Date: 2081/12/20**

**Title: Write a program to implement Merge Sort (Divide & Conquer approach).**

**Merge Sort:**

**Merge Sort** is a **Divide & Conquer** sorting algorithm that splits the array into smaller subarrays, sorts them, and then merges them back together in a sorted manner. It is **efficient** and works well for large datasets.

**Algorithm**

1. If the array has **one or zero elements**, return (already sorted).
2. Divide the array into two halves (**left** and **right**).
3. Recursively apply **Merge Sort** on both halves.
4. Merge the two sorted halves into a **single sorted array**.

**Pseudo-Code**

Function MergeSort(arr, left, right):

If left < right:

mid = (left + right) / 2 // Find middle index

MergeSort(arr, left, mid) // Recursively sort left half

MergeSort(arr, mid+1, right) // Recursively sort right half

Merge(arr, left, mid, right) // Merge the sorted halves

Function Merge(arr, left, mid, right):

Create temporary arrays Left[] and Right[]

Copy elements into Left[] (arr[left to mid]) and Right[] (arr[mid+1 to right])

i = 0, j = 0, k = left // i for Left[], j for Right[], k for arr[]

While i < size(Left[]) and j < size(Right[]):

If Left[i] <= Right[j]:

arr[k] = Left[i]

i = i + 1

Else:

arr[k] = Right[j]

j = j + 1

k = k + 1

While i < size(Left[]):

arr[k] = Left[i]

i = i + 1

k = k + 1

While j < size(Right[]):

arr[k] = Right[j]

j = j + 1

k = k + 1

**Compiler: Dev C++**

**Language: C**
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**Lab no: 9 Date: 2081/12/20**

**Title: Write a program to implement Quick Sort (Divide & Conquer approach).**

**Quick Sort:**

**Quick Sort** is a **Divide & Conquer** sorting algorithm that works by selecting a **pivot** element, partitioning the array around it, and then recursively sorting the subarrays. It is often the **fastest** sorting algorithm for large datasets due to its average **O(n log n)** time complexity.

**Algorithm:**

1. Choose a **pivot** element from the array. (Common strategies: first element, last element, middle element, or random element).
2. Partition the array into two subarrays:
   1. **Left subarray** contains elements smaller than the pivot.
   2. **Right subarray** contains elements greater than the pivot.
3. Recursively apply **Quick Sort** to the left and right subarrays.
4. Combine the subarrays by placing the pivot element between them.

**Pseudo-Code:**

Function QuickSort(arr, low, high):

If low < high:

// Partition the array and get the pivot index

pivotIndex = Partition(arr, low, high)

// Recursively sort the left and right subarrays

QuickSort(arr, low, pivotIndex - 1)

QuickSort(arr, pivotIndex + 1, high)

Function Partition(arr, low, high):

pivot = arr[high] // Choose last element as pivot

i = low - 1

For j = low to high - 1:

If arr[j] <= pivot:

i = i + 1

Swap arr[i] and arr[j]

Swap arr[i + 1] and arr[high] // Place pivot in its correct position

Return i + 1 // Return the pivot index

**Compiler: Dev C++**

**Language: C**
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**Lab no: 10 Date: 2081/12/20**

**Title: Write a program to implement Randomized Quick Sort**

**Randomized Quick Sort:**

**Randomized Quick Sort** is a **variant of Quick Sort** that selects the pivot element **randomly** rather than choosing a fixed element (such as the first, last, or middle element). This randomization reduces the likelihood of encountering worst-case performance (which happens with already sorted or nearly sorted arrays) and improves the algorithm's **average case performance**.

By randomizing the pivot selection, it helps to avoid the **O(n²)** worst-case time complexity, making the algorithm perform closer to **O(n log n)** on average.

**Algorithm:**

1. Choose a **random pivot** from the array.
2. Partition the array into two subarrays:
   1. **Left subarray**: Contains elements less than the pivot.
   2. **Right subarray**: Contains elements greater than the pivot.
3. Recursively apply **Randomized Quick Sort** on both subarrays.
4. Combine the subarrays by placing the pivot element between them.

**Pseudo-Code:**

Function RandomizedQuickSort(arr, low, high):

If low < high:

pivotIndex = RandomizedPartition(arr, low, high) // Randomly choose a pivot

RandomizedQuickSort(arr, low, pivotIndex - 1) // Recursively sort the left and right subarrays

RandomizedQuickSort(arr, pivotIndex + 1, high)

Function RandomizedPartition(arr, low, high):

// Select a random index between low and high

pivotIndex = Random(low, high)

// Swap the pivot element with the last element

Swap arr[pivotIndex] and arr[high]

// Partition the array and get the pivot index

Return Partition(arr, low, high)

Function Partition(arr, low, high):

pivot = arr[high] // Pivot is at the last index

i = low - 1

For j = low to high - 1:

If arr[j] <= pivot:

i = i + 1

Swap arr[i] and arr[j]

Swap arr[i + 1] and arr[high] // Place pivot in its correct position

Return i + 1 // Return the pivot index

**Compiler: Dev C++**

**Language: C**
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**Lab no: 11 Date: 2081/12/20**

**Title: Write a program to implement Heap Sort.**

**Heap Sort:**

**Heap Sort** is a comparison-based sorting algorithm that uses a **binary heap** data structure to organize the elements in an array. It works by first building a max-heap (or min-heap) and then repeatedly extracting the root element, which is either the maximum or minimum, depending on the heap structure. The heap property ensures that the largest (or smallest) element is always at the root.

**Time Complexity:**

* **Best, Worst, and Average Case:** O(n log n)
* **Space Complexity:** O(1) (in-place)

**Algorithm:**

1. **Build a Max-Heap** from the given array.

* Starting from the last non-leaf node, heapify the tree (make sure the tree follows the heap property).

1. **Extract the root (maximum)** element of the heap and swap it with the last element in the heap.
2. **Reduce the size of the heap** by one and **heapify the root** to maintain the max-heap property.
3. Repeat the extraction and heapifying process until all elements are sorted.

**Pseudo-Code**

Function HeapSort(arr):

n = length(arr)

// Build a max-heap

For i = n/2 - 1 down to 0:

Heapify(arr, n, i)

For i = n - 1 down to 1:

Swap arr[0] and arr[i]

// Heapify the root to maintain max-heap property

Heapify(arr, i, 0)

Function Heapify(arr, n, i):

largest = i

left = 2\*i + 1

right = 2\*i + 2

If left < n and arr[left] > arr[largest]:

largest = left

If right < n and arr[right] > arr[largest]:

largest = right

If largest != i:

Swap arr[i] and arr[largest]

// Recursively heapify the affected subtree

Heapify(arr, n, largest)

**Compiler: Dev C++**

**Language: C**
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**Lab no: 12 Date: 2081/12/20**

**Title: Write a program to solve the Fractional Knapsack Problem using the Greedy Approach.**

**Knapsack Problem:**

The **Fractional Knapsack Problem** is a variant of the 0/1 Knapsack Problem, where we can take fractions of an item (i.e., we are allowed to take parts of the items). In the **Greedy Approach**, the solution is to always choose the item with the highest **value per weight** ratio until the knapsack is full.

**Time Complexity:**

* **Best, Worst, and Average Case:** O(n log n) (due to sorting the items based on value per weight)
* **Space Complexity:** O(n) (for storing item information)

**Algorithm:**

1. **Calculate the value per weight** ratio for each item.
2. **Sort the items** in decreasing order based on the value per weight ratio.
3. **Iterate over the sorted items:**
4. If the item can be fully included in the knapsack, add it entirely.
5. If the item cannot be fully included, take the fractional part of it that can fit.
6. Continue until the knapsack reaches its capacity.

**Pseudo-Code:**

Function FractionalKnapsack(capacity, items):

n = length(items)

// Sort items based on value per weight in decreasing order

Sort items by value/weight ratio

totalValue = 0

For i = 0 to n - 1:

If capacity is 0:

Break

// Take the item fully if possible

If items[i].weight <= capacity:

totalValue += items[i].value

capacity -= items[i].weight

Else:

// Take fractional part of the item

totalValue += items[i].value \* (capacity / items[i].weight)

capacity = 0

Return totalValue

**Compiler: Dev C++**

**Language: C**
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**Lab no: 13 Date: 2081/12/20**

**Title: Write a program to solve the Job Sequencing with Deadline Problem using the Greedy Approach**

**Job-Sequencing with Deadline**

The **Job Sequencing with Deadline Problem** is a classic optimization problem where we need to schedule jobs such that each job has a **deadline** and a **profit**. The goal is to schedule jobs in a way that maximizes the total profit. In this problem, only one job can be scheduled at a time, and the job must be completed before its deadline.

We use a **Greedy Approach** to solve this problem, where the jobs are selected based on **maximum profit** and scheduled as close to their deadlines as possible.

**Time Complexity:**

* **Best, Worst, and Average Case:** O(n log n) (due to sorting the jobs based on profit)
* **Space Complexity:** O(n) (for storing job information)

**Algorithm:**

1. **Sort the jobs** in decreasing order based on profit.
2. **Initialize a result array** to keep track of the jobs that are selected and their scheduled time slots.
3. **Iterate over the sorted jobs:**
   1. Find the latest available time slot for the current job.
   2. If a slot is found, schedule the job in that slot.
   3. Continue this until all jobs are considered or the slots are filled.
4. **Return the sequence of jobs and the total profit**

**Pseudo-Code:**

Function JobSequencing(jobs, n):

Sort jobs by profit in decreasing order

result = new array of size n (to store job sequence)

slot = new array of size n (to track available slots)

totalProfit = 0

// Iterate over each job

For i = 0 to n - 1:

// Find the latest available slot for the current job

For j = min(n, jobs[i].deadline) - 1 down to 0:

If slot[j] is empty:

slot[j] = jobs[i]

result[j] = jobs[i]

totalProfit += jobs[i].profit

Break

Return result, totalProfit

**Compiler: Dev C++**

**Language: C**